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ABSTRACT
Multi-view visualizations are typically presented in a grid layout
with elements positioned according to their bounding rectangles.
These rectangles often contain unused white space. In cases where
Tufte’s Shrink Principle can be applied to reduce non-data-ink with-
out impairing the communication of information, unused white
space can be utilized for the placement of other elements. This is of-
ten done in manually “hand-crafted” layouts by designers. However,
upon changes to individual elements, this design process has to
be repeated. To reduce non-data-ink and repetitive manual design,
we contribute a method for automatically turning a grid layout
into a content-driven layout, where elements are positioned with
respect to their contents. Existing approaches have explored the
use of a force simulation in conjunction with proxy geometries to
simplify collision handling for irregular shapes. Such customized
force directed layouts are usually unstable, and often require ad-
ditional constraints to run properly. In addition, proxy geometries
become less accurate and effective with more irregular shapes. To
solve these shortcomings, we contribute an approach for identify-
ing central elements in an original grid layout in order to set up
corresponding attractive forces. Furthermore, we utilize an image-
based approach for collision detection and avoidance that works
accurately for highly irregular shapes. We demonstrate the utility
of our approach with three case studies.
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1 INTRODUCTION
Data-driven infographics and dashboards often have a small set of
elements positioned by an underlying grid layout, which considers
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only bounding rectangles of individual elements. In this paper, we
propose means for compacting the layout of designs that have (1)
unused white space between contents of grid cells and (2) one or
a few identifiable central elements. By Tufte’s Shrink Principle
[36], many data graphics can have their data-density increased
and be reduced in area without loss of information or readability.
One way to achieve this is to reduce the amount of non-data-ink,
which occurs frequently in designs with underlying grid layouts.
This process is frequently performed manually. However, manual
designs become tedious to re-design upon changes to individual
elements due to manual revisions or changes in the underlying
data.

Consider a user placing a set of visual elements onto a canvas in
order to create a layout. A concrete example of this would be a user
designing a Tableau [34] dashboard by arranging elements into a
grid layout, as shown in Figure 1a. In this layout, each element is
contained by a bounding rectangle. Within these bounding rect-
angles, there may be much unused white space. However, a grid
layout does not allow the user to utilize this space efficiently.

One alternative to a grid layout is a force-directed layout [14],
which allows for flexible control of distances between elements.
However, force-directed layouts are often designed to work with
only simple shapes such as circles, and rarely support irregular
shapes where other representations are necessary. Ali et al. [2]
utilized a force layout wherein irregular shapes are represented
by convex hulls. Such proxy geometries are approximations to
complex, fine-grained details, and become less accurate with more
irregular and complex shapes. For example, the marks of the scatter
plot on the right in Figure 4 are difficult to describe geometrically
without losing some fidelity. As another example, consider the lower
concave region of the lungs in Figure 2. A convex hull would fail to
properly capture this region. In this paper, we aim to enable the use
of this white space by employing a force-directed layout that reflects
the original grid layout topology by attracting peripheral elements
towards central elements, avoiding content-to-content collisions
with high precision, even for highly irregular shapes. We present
a scheme for better preserving the original grid layout topology,
which applies attractive forces only towards a small set of inferred
central elements. We use a novel image-based approach for content-
to-content repulsion that enables fine-grained control of distances
between elements. With three case studies, we demonstrate how
our approach successfully turns grid layouts with a high degree
of unused white space into content-driven layouts. These layouts
effectively utilize white space around irregular shapes, and are able
to better capture the aesthetic qualities of a manual design.

2 RELATEDWORK
The primary goal of a multi-view visualization layout is to position
elements so that they convey information to the user as intended.
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Such layouts are typically designed manually, often with the help of
a grid [12]. Grid-based layouts are frequently used in visualization
software programs such as Tableau [34] and for other multi-view
visualizations. Since then, many more sophisticated techniques for
multi-view visualizations have been introduced. Our work is a con-
tinuation of this, as we provide a more content-driven alternative
to the typically used grid layout.

Multi-view visualization layout techniques have been ex-
plored by several researchers. For example, Javed et al. [23] defined
the space of composite visualization in terms of four operators: jux-
taposition, superimposition, overloading, and nesting. Chen et al.
[8] explored 360 visualizations and identified a set of composition
and configuration patterns in multi-view visualizations. Also on the
topic of dashboard design, Sarikaya et al. [30] contributed a design
space across several dimensions, including functional design, pur-
pose, audience, and data semantics. They further pointed out that
dashboards are currently venturing into the realm of infographics.
In this work, we aim to enable for such a transition from a tradi-
tional dashboard towards a more “infographics”-like dashboard by
transforming its layout into a more compact “hand-crafted” version.

Automated layout techniques typically fall into one of two
categories: machine learning techniques, and constraint based tech-
niques [26]. These techniques often extend such quality measures
to encompass higher-level concepts. Jahanian et al. [22] quantified
concepts from art and aesthetics into a system for automatically
designing magazine covers. This knowledge was further leveraged
to create a recommendation system [21] for generating magazine
covers by adhering to high-level intuitive cues such as "formal" or
"sporty". In their layout process, they identify non-salient image
segments of the main image, and use them as potential regions
to place secondary content. Yang et al. [39] proposed a system
to automatically generate layouts by leveraging expert-designed,
topic-dependent templates and a computational framework for inte-
grating and harmonizing high-level aesthetics and low-level image
features. Moritz et al. [29] proposed Draco, a system for formalizing
such design knowledge and guidelines, making them accessible to
non-experts through a constraint-based Answer Set Programming
language.

Techniques for synthesis and optimization of grid layouts
are useful since they operate on an already widely used layout
technique. Jacobs et al. [19] introduced an approach for adapting
grid-based magazine layouts to different screen sizes. Xu et al. [38]
proposed an interface for beautifying layouts by visualizing and
editing relationships with sketching gestures. Sketchplorer [35]
integrates sketch-based design with a real-time layout optimizer. It
automatically infers the designer’s task and searches for local and
global improvements. Dayama et al. [10] presented a method for
interactively transferring a layout of a single user interface design to
another user interface. Li et al. [25] proposed the use of LayoutGAN,
a generative adversarial network, to synthesize, model, and edit
geometric relations between different 2D elements. Schrier et al.
[32] presented a system for assembling documents from different
sources into a single grid-based design, which automatically adapts
to different viewing conditions and content selections.

Space usage optimization has been explored in the context
of multi-view visualization as well as windowing management. A
foundational idea behind such optimization is to reduce the loss

of white space. Analogous to this idea, Albano and Sapuppo [1]
explored heuristic methods for allocating irregular 2D shapes with
a minimal amount of white space for reducing loss of physical fabric
while cutting. Similarly, Bouganis and Shanahan [6] used computer
vision and AI techniques to minimize white space in layouts with
varying shapes on both regular and irregular surfaces. Ishak and
Feiner [18] devised a technique dubbed content-aware layout to
position several windows by taking their contents into account.
Steinberger et al. [33] presented a dynamic window management
technique which identifies coherent information that is then used
as a basis for moving and scaling windows. Haraty et al. [16] pro-
posed a genetic algorithm for optimizing multi-window layouts for
specific tasks. Ishak and Feiner [18] devised a technique dubbed
content-aware layout to position several windows by taking their
contents into account. Zheng et al. [40] introduced an approach to
generate high quality, content-aware magazine graphic designs by
using a deep learning generative model trained on a large magazine-
layout dataset. Effective screen space usage is becoming even more
relevant with a myriad of different devices and screen sizes being
used to dissect data. Kim et al. [24] characterized different respon-
sive visualization strategies by analyzing 378 pairs of large screen
and small screen visualizations. They identify implications for exist-
ing works as well as future work. Andrews and Smrdel [3] applied
the principles of responsive web design, and leveraged these princi-
ples to make commonly used visualizations responsive. Motivated
by interviewing journalists, and analyzing 231 responsive news
visualizations, Hoffswell et al. [17] proposed a prototype system
for previewing and editing multiple visualization versions simulta-
neously. While such works focus on optimization of space usage,
they typically consider elements only by their bounding rectan-
gles, rather than contents. Our work shares the goal of efficient
use of space, but achieves it for cases where it is more desirable to
have a compact layout that adheres precisely to the contents of its
elements.

The common force-directed layout approach [14] is often
used alone or in conjunction with other constraints to achieve
highly flexible graph layouts. Force-directed layouts have a wider
range of applications, including visualizing biological pathways
[15], improving Euler diagrams [28], rendering Lombardi-style
graphs [9], targeting network spatialization [20], and rapidly visu-
alizing large networks [7]. Dengler et al. [11] used a generalization
of a simple force-layout to generate diagram layouts satisfying geo-
metric and aesthetic/perceptual constraints. We are inspired by the
work of Ali et al. [2] who proposed a tool for creating blueprints to
integrate interactive illustrations into one layout. However, their
approach represented elements by their convex hulls, limiting its
ability to tightly arrange irregular shapes (for example, the concave
region of the lungs in Figure 2). Our method uses an image-based,
rather than geometric, approach to deriving Euclidean content-to-
content distances between elements, which does not suffer from
these drawbacks.

3 CONTENT-DRIVEN LAYOUT
Layouts used in the context of multi-view visualizations typically
position elements by their bounding rectangles, rather than con-
tents. In a content-driven layout, elements are positioned by their
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contents, i.e., pixels that are not white space. A content-driven lay-
out can make better use of previously unused white space, resulting
in a potentially more visually pleasant, compact and “hand-crafted”
appearance as seen in Figure 3. The main goal of our method is to
enable the automatic transformation of a grid layout to a content-
driven layout. This is achieved by generating a force-directed layout,
with forces derived from the original grid layout.

3.1 Terminology
A grid layout (Figure 1a) is a layout where a rectangular space is
recursively subdivided horizontally or vertically. A single element
contains visual content and white space, while content excludes
white space. Each grid layout corresponds to a hierarchy as seen
in Figure 1b. If several elements in the grid layout share the same
strip of space, they have the same parent node in the corresponding
hierarchy, where the left-to-right order of nodes correspond to the
order in which elements appear in the grid layout. In this hierarchy,
non-leaf nodes have a flow that controls the order and direction
in which their children are placed, which is either vertical left-to-
right, or horizontal top-to-bottom. Consider how elements C, D, E in
Figure 1a correspond to nodes in the hierarchy in Figure 1b. These
three nodes also share the same parent (node 3 in Figure 1b), which
flows vertically top-to-bottom, while A is a child of the root node
(node 1 in Figure 1b), which also flows vertically top-to-bottom.
Adjacency relationships between elements in the grid layout are
referred to as the topology of the layout. For example, in Figure 1a
we see that elements C, D, and E are to the left, and appear in order
from top to bottom, while B, I, and J are in the middle, and element
A is on the top. This topology can be concisely expressed by an
extracted adjacency graph (Figure 1c), where each element in the
grid layout is represented as a node positioned at its original center
of gravity, and each adjacency between two elements in the grid
layout is represented as a link between two nodes.

3.2 Overview
On a high level, our method follows a pipeline composed of the
following steps. First, we derive adjacency relationships from the
underlying tree structure of the grid layout (Figure 1b) and store
them as an adjacency graph (Figure 1c). This adjacency graph is
then used to identify a set of nodes (Figure 1d), which correspond to
the visually most central elements in the original layout (Figure 1a,
elements B and I). Attractive forces are set up such that in a force
simulation, elements are pulled only towards these central elements.
Image-based repulsive forces between each distinct pair of elements
are used for content-to-content repulsion. With these attractive and
repulsive forces, a force simulation is started, where each element
is initially placed according to its original grid layout position. The
execution of the force simulation transforms the grid layout into a
content-driven layout.

3.3 Attractive Forces
Content-to-content attraction ensures that elements gravitate to-
wards each other. Visually, it is easy to see that a grid layout has
a small set of central elements. To represent the topology of the
original grid layout, we model attractive forces so that they are all
directed towards these central elements. To achieve this, we derive

Algorithm 1 Inferring adjacency graph

1: procedure pos(𝑝𝑎𝑡ℎ)
2: 𝑎𝑛𝑐𝑒𝑠𝑡𝑜𝑟𝐹𝑙𝑜𝑤 = flow of first node in path
3: 𝑝𝑎𝑡ℎ' = 𝑝𝑎𝑡ℎ without its two first nodes
4: 𝑛𝑙𝑝 = nodes in 𝑝𝑎𝑡ℎ' with 𝑝𝑎𝑟𝑒𝑛𝑡 .𝑓 𝑙𝑜𝑤 = 𝑎𝑛𝑐𝑒𝑠𝑡𝑜𝑟𝐹𝑙𝑜𝑤

5: return '𝑜𝑛𝑙𝑦' if 𝑛𝑙𝑝.𝑙𝑒𝑛𝑔𝑡ℎ = 0
6: return '𝑓 𝑖𝑟𝑠𝑡 ' if ∀𝑛 ∈ 𝑛𝑙𝑝 : 𝑖𝑛𝑑𝑒𝑥 (𝑛) = 0
7: return '𝑙𝑎𝑠𝑡 ' if ∀𝑛 ∈ 𝑛𝑙𝑝 : 𝑖𝑛𝑑𝑒𝑥 (𝑛) = | siblings(𝑛) |
8: return '𝑚𝑖𝑑𝑑𝑙𝑒 '
9: procedure isAdjacent(𝑎, 𝑏)
10: if 𝑎 and 𝑏 are siblings: return 𝑡𝑟𝑢𝑒

11: 𝑙 ← LCA(𝑎, 𝑏) ⊲ Lowest common ancestor
12: 𝑎', 𝑏 ' = ancestors of 𝑎 and 𝑏 that are children of 𝑙
13: if index(𝑎') > index(𝑏 '): return isAdjacent(𝑏, 𝑎)
14: if index(𝑏 ') - index(𝑎') > 1: return 𝑓 𝑎𝑙𝑠𝑒

15: 𝑝𝑎𝑡ℎ𝑎, 𝑝𝑎𝑡ℎ𝑏 = path from 𝑙 to 𝑎, and 𝑙 to 𝑏
16: return pos(𝑝𝑎𝑡ℎ𝑎)∈{'𝑙𝑎𝑠𝑡 ', '𝑜𝑛𝑙𝑦'}∧pos(𝑝𝑎𝑡ℎ𝑏 )∈{'𝑓 𝑖𝑟𝑠𝑡 ', '𝑜𝑛𝑙𝑦'}

a graph from the original grid layout where each link represents
the adjacency relationship between two elements in the grid lay-
out. From this adjacency graph, we infer a minimal set of central
nodes. Finally, we apply attractive forces that pull elements towards
central elements.

We define the adjacency graph by a conditional that determines
adjacency between two elements 𝑎 and 𝑏. Throughout this para-
graph, we refer to lines in Algorithm 1, and consider the nodes 𝐵
and 𝐹 in Figure 1 as examples of 𝑎 and 𝑏, respectively. Adjacency
between non-sibling nodes is determined by first finding their LCA
(lowest common ancestor) in the grid hierarchy (line 10). Next, we
extract the paths 𝑝𝑎𝑡ℎ𝑎 and 𝑝𝑎𝑡ℎ𝑏 between the nodes and their
LCA (line 11), which would correspond to the paths consisting of
node 4 between 𝐵 and 2, and 5 between 𝐹 and 2. Now, the goal is to
find out if there are no other leaf nodes between the two possibly ad-
jacent nodes. Thus, we check how 𝑝𝑎𝑡ℎ𝑎 and 𝑝𝑎𝑡ℎ𝑏 are positioned
in relation to each other by using the subroutine 𝑝𝑜𝑠 (line 1). This
subroutine checks the order of appearance of nodes with respect to
the flow of the LCA. For example, since the flow of the LCA (node
2) is horizontal, and there are no other horizontally flowing nodes
between 𝐵 and 2, or 𝐹 and 2, 𝑝𝑜𝑠 will in both cases return '𝑜𝑛𝑙𝑦'. If
there was a horizontally flowing node on the path from 𝐹 to 2, 𝐹
would have to be the horizontally first or only leaf node to be in
contact with 𝐵. Conversely, 𝐵 would have to be the horizontally
last or only leaf node in the case of a horizontally flowing node
between 𝐵 and 2. Thus, two nodes are adjacent if 𝑝𝑜𝑠 evaluates to
'𝑙𝑎𝑠𝑡 ' or '𝑜𝑛𝑙𝑦' for 𝑝𝑎𝑡ℎ𝑎 , and '𝑓 𝑖𝑟𝑠𝑡 ' or '𝑜𝑛𝑙𝑦' for 𝑝𝑎𝑡ℎ𝑏 as seen on
line 16.

From the adjacency graph, we can now determine the most
central elements. For every node 𝑛 in the adjacency graph, we count
how many of its immediate neighbors are unvisited, and store this
number as 𝑛.𝑎 as seen on line 6 of Algorithm 2. Furthermore, we
count how many of its neighboring nodes are connected to an
unvisited node, and store this number as 𝑛.𝑏 (Algorithm 2, line
7). We then identify the highest 𝑎-value among all non-central
nodes (Algorithm 2, line 9), and find all nodes with this 𝑎-value
(Algorithm 2, line 10). From these nodes, we find the highest𝑏-value,
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Figure 1: Here we see the steps for generating a set of attractive forces from an initial grid layout (a), which corresponds to a
grid layout hierarchy (b). From this hierarchy (b) we infer all adjacent elements in the grid layout (a) using Algorithm 1, and
store them as a neighborhood graph (c). This neighborhood graph is again used to determine which elements are central in the
original layout (a). In this case, elements B and I are inferred to be central nodes (d). This results in attractive forces directed
only towards B and I, indicated by the direction of the arrows along the links (d).

Algorithm 2 Identifying central elements

1: procedure findCentralNodes(N)
2: 𝐶 ← [] ⊲ central nodes
3: 𝑉 ← [] ⊲ visited nodes
4: until all nodes in 𝑁 are in 𝐶 or 𝑉 , do:
5: for each node 𝑛 : 𝑛 ∈ 𝑁 , do:
6: 𝑛.𝑎 ← number of unvisited neighbors of 𝑛
7: 𝑛.𝑏 ← number of neighbors connected to unvisited node
8: 𝑁 '← 𝑉 if |𝑉 | ≠ ∅, otherwise 𝑁
9: 𝑎𝑚𝑎𝑥 ←𝑚𝑎𝑥 ({𝑛.𝑎 | 𝑛 ∈ 𝑁 ' }) ⊲ Greatest 𝑎
10: 𝐴← {𝑛 | 𝑛 ∈ 𝑉 ∧ 𝑛.𝑎 = 𝑎𝑚𝑎𝑥 } ⊲ Nodes with greatest 𝑎
11: 𝑏𝑚𝑎𝑥 ←𝑚𝑎𝑥 ({𝑛.𝑏 | 𝑛 ∈ 𝐴 }) ⊲ Greatest 𝑏
12: for each node 𝑛 ∈ 𝐴 where 𝑛.𝑏 = 𝑏𝑚𝑎𝑥 , do:
13: add 𝑛 to 𝐶 ⊲ 𝑛 is central
14: add all neighbors of 𝑛 to 𝑉 ⊲ neighbors of n are visited

as shown on line 11 of Algorithm 2. Finally, we select only the nodes
with the highest identified 𝑎-value, and associated highest 𝑏-value
(Algorithm 2, line 12), which are tagged as central (Algorithm 2,
line 13). Furthermore, the neighbors of each central node are tagged
as visited on line 14 of Algorithm 2.

Based on the computed central nodes, we can now apply attrac-
tive forces drawing corresponding peripheral elements towards
central elements, and each central element towards all other central
elements. In other words, no elements are attracted towards periph-
eral elements, and bidirectional attractive forces are set up between
all central elements. The directionality of a force attracting ele-
ment 𝐵 towards element𝐴 is defined as the normalized vector going
from the center of gravity of 𝐵, to the center of gravity of 𝐴. We
use standard spring forces based on Hooke’s law with a constant
strength.

3.4 Repulsive Forces
Content-to-content repulsion prevents elements from overlapping.
The first step towards achieving this is to consider each element
by its content rather than its bounding rectangle. In existing ap-
proaches, irregular shapes are often simplified to geometric shapes,
which are then used to compute content-to-content distances and

overlaps. For example, Ali et al. [2] used convex hulls to compute
content-to-content distances and collisions. Such geometry-based
approaches become less reliable and more difficult to handle with ir-
regular shapes. For example, consider the image of a lung in Figure 2.
Using a convex hull around this fails to represent the gap between
the two lungs. Hence, we use an image-based approach to detect
and avoid overlapping contents. We achieve accurate content-to-
content distances by utilizing the Euclidean distance transform [4],
which we compute for every element by using Meijster’s algorithm
[27]. The distance transform of an element𝐴 is denoted as 𝑑𝑡𝐴 , and
encodes in every pixel the Euclidean distance to the nearest content
pixel. We compute the distance transform from a binary image of
the original content, where 1 is content and 0 is white space.

Repulsive forces are applied between all elements. These forces
are active only if elements have overlapping bounding rectangles. If
two elements 𝐴 and 𝐵 have intersecting bounding rectangles at the
region𝐴∩𝐵, they may also have overlapping contents. To compute
the distance between the contents of the two views, we first consider
the distance transforms of 𝐴 and 𝐵, 𝑑𝑡𝐴 and 𝑑𝑡𝐵 . Then, we clip out
the region 𝐴 ∩ 𝐵 from the distance transforms of 𝐴 and 𝐵, giving
us the images 𝑑𝑡 ′

𝐴
and 𝑑𝑡 ′

𝐵
. These clipped distance transforms are

then summed together pixel by pixel, giving the content-to-content
distance at the smallest pixel as follows:

𝑑𝐴𝐵 = min(𝑑𝑡 ′𝐴 + 𝑑𝑡
′
𝐵) (1)

The repulsive force pushes the content of element 𝐵 away from
the content of element 𝐴. The directionality of repulsion is deter-
mined by the gradient of the distance transform. To compute the
directionality, we consider the distance transform gradient of 𝐴, at
the region of intersection 𝐴 ∩ 𝐵, denoted ∇𝑑𝑡 ′𝐴. The directionality
of repulsion is the normalized sum of vectors from ∇𝑑𝑡 ′

𝐴
.

In practice, it is often desirable to have a certainmargin𝑀 around
the content of an element. This requires correspondingly enlarging
the bounding rectangle of an element to avoid issues when the
content is close to its borders. The repulsive strength between
two elements 𝐴 and 𝐵 is then computed as:

𝜌𝐴𝐵 =
1

max(𝑑𝐴𝐵 −𝑀,𝜃 ) (2)
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where 𝜃 acts as a lower threshold for the denominator of the ex-
pression, avoiding near infinite strengths as 𝑑𝐴𝐵 −𝑀 approaches
zero.

4 IMPLEMENTATION
We implemented our approach by using Vue.js and TypeScript for
rendering the layout elements, and D3.js [5] for running the force
simulation. The attractive and repulsive forces are implemented as
custom forces in D3’s force-directed layout implementation. Layout
elements are reactively linked to underlying layout objects, which
are updated in each step of the layout simulation.

The underlying grid layout is specified as a recursive JSON ob-
ject corresponding to the underlying tree structure outlined in
Section 3. Non-leaf nodes have the following properties: (1) flow,
which is either vertical or horizontal, and children, a list of chil-
dren. Leaf nodes have a source property which may be an image
link, or a Vega-Lite [31] specification string which enables the easy
integration of a rich set of different types of visualizations.

The most expensive part of our algorithm is finding the content-
to-content repulsion between nodes. More specifically, adding to-
gether the distance transforms at the region of intersection, and
finding the smallest pixel is most time-consuming. We currently
use a straight-forward CPU implementation using Javascript’s
Float64Array to represent the underlying distance transforms, so
a GPU-based approach could lead to significant time reductions.
The performance of this operation is also highly dependent on
the resolution of the distance transform. To illustrate this impact,
we present the performance of our algorithm with two different
distance transform resolutions: (1) max(𝑤𝑖𝑑𝑡ℎ, ℎ𝑒𝑖𝑔ℎ𝑡) = 50, and
(2) max(𝑤𝑖𝑑𝑡ℎ, ℎ𝑒𝑖𝑔ℎ𝑡) = 200. We generated the lungs example in
Figure 2 using the Mozilla Firefox browser, on a machine with 32GB
RAM and a Intel Core i7-7700K CPU @ 4.20GHz. With both reso-
lutions, convergence was reached after 35 iterations of the force
layout, which took 905 and 1207 milliseconds for resolutions 50 and
200, respectively. On average, each iteration took 25.8 milliseconds
with the resolution of 200, and 18 milliseconds with a resolution
of 50 (in both cases, this includes rendering time). In our experi-
ments, we found that even when using resolutions significantly
lower than rendering resolutions, impacts on the final results were
negligible with large-scale structure shapes such as the lungs in
Figure 2. However, a higher resolution was required to capture finer
aspects such as very small bubbles in the bubble plot in Figure 4.

5 CASE STUDIES
In this section we illustrate the value of our approach in three
case studies in collaboration with a designer who is a coauthor
of this paper. Each case study begins with the project brief that
a designer or data journalist would typically receive at the begin-
ning of a project. We then discuss the ideation phase, where the
designer develops layout concepts, and the subsequent challenges
faced in typical production tools such as Tableau or Adobe Illustra-
tor. We then compare the functional capabilities of these typical
production tools against our content-driven layout algorithm. For
all case studies we use styling from the Vega cook book repository1.

1https://github.com/aezarebski/vegacookbook

ARTIST’S CONCEPT CHART COMPONENTS

FINAL LAYOUT

Understanding Breathing Patterns
Lorem ipsum dolor sit amet, consectetuer adipiscing elit, sed diam nonummy 
nibh euismod tincidunt ut laoreet dolore magna aliquam erat volutpat. Ut 

12-15
breaths/min

Average breathing rate of adults 
under normal conditions 

Figure 2: Using our content-driven layout approach, the artist
is able to achieve a composition where the six respiratory
patterns are arrayed around the margins of the lungs.

A demonstration video illustrating our approach and these case
studies is available at: https://tinyurl.com/y652kt6n.

5.1 Respiration Patterns
We begin with a case study illustrating a relatively simple white
space optimization challenge that is not possible to achieve in stan-
dard visualization tools, such as in Tableau. The design brief for this
scenario is to design an infographic describing six common breath-
ing patterns as seen in the output of a ventilator. This is intended
for medical staff to use as a study aid, with an engaging vector
graphic of the lungs and additional text describing the normal rate
of respiration. The lungs are intended as the center piece, with the
six respiration patterns arrayed around this central graphic.

Per the design brief, the designer places the lung anatomy cen-
trally and as the largest graphical element in the figure. To add
visual interest to the infographic, they array the six respiration
patterns in a slightly out-of-grid layout to fan around the outer
borders of the lungs, as per the artist’s concept sketch in Figure 2.
Additionally, the text stating the average normal breathing rate
(12–15 breaths per minute) per the brief also requires visual empha-
sis, and the gap where the heart would normally rest in the white
space between the lungs is an ideal position for its optimization
of white space and visual interest. However, such a placement is
impossible to implement in Tableau, which uses a grid-based design
ignoring white space around the graphical assets, per Figure 2, top

https://tinyurl.com/y652kt6n
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ARTIST’S CONCEPT CHART COMPONENTS

FINAL LAYOUT

Gridded layout 
does not make 
optimal use of 
white space 
created by wind 
turbine blades 
and requires a 
much taller 
canvas.

Our approach 
makes more 
efficient use of 
white space and 
can compress to 
a more normal 
portrait-style 
aspect ratio, 
which is a better 
match original 
artist concept.

Figure 3: Our content-driven layout enables plots and text
elements to array around the large, central wind turbine
to optimize use of white space and more closely match the
artist’s intended layout.

right. These adjustments would typically need to be implemented in
Adobe Illustrator or similar software. While creating such a layout
is reasonably low-effort once, placement and alignment becomes te-
dious withmultiple design iterations, particularly if design elements
change. For example, an interactive version of this infographic may
require the average respiration rate text to change with selection of
particular respiration patterns. This requires minor layout tweaks
in each iteration that rapidly become tedious for the designer. Our
method enables the graphs of respiration patterns to align smoothly
along the margins of the lungs in the central graphic. It further-
more is able to move the average respiration text into the white
space between the lungs to add visual interest and emphasis to this
information.

5.2 Wind Turbine Distribution in the US
This case study illustrates the value of our method when creat-
ing layouts that use the white space surrounding highly irregular-
shaped assets. In this instance, the designer has been tasked with

creating a visually-engaging poster infographic explaining the dis-
tribution of wind turbines across the US. The brief requires hand-
drawn vector graphics of wind turbines alongside charts describing
wind turbine geographic distribution and power capacity, as well
as charts describing changes in power capacity and dominant man-
ufacturers from 2017 to 2021.

Wind turbines are large, irregularly-shaped objects, with large
amounts of white space between the turbine blades of the central,
large wind turbine that anchors the other design elements of the
infographic. To add visual interest and economize white space, the
designer wishes to nest the data visualizations in these white spaces,
as in the artist’s concept shown in Figure 3. Such use of white space
normally requires manual layout creation in Adobe Illustrator or
similar artistic programs. The closest achievable layout in a grid-
based system is illustrated in the top right image of Figure 3. There
are several instances of inefficient use of white space in this layout.
First, the title of the infographic cannot efficiently nest between
the blades of the central turbine. Second, the width of the bounding
box around the central turbine is dictated by the span of the turbine
blades, where there is insufficient space on either side to draw the
bar charts and companion smaller wind turbine graphical elements.
These four elements are not able to nest below the turbine blades
and thereby make more efficient use of the white space in the lower
half of the infographic. The canvas must be taller to accommodate
the two smaller windmills and bar charts, which are pushed below
the central wind turbine element.

Our content-driven approach generates more compact layouts
for positioning irregularly-shaped graphics with a graphically-
interesting use of white space underneath the large wind turbine
blades. The infographic title, “American Wind Energy” tucks into
the space immediately above the central wind turbine, which en-
ables enlargement of the wind turbine distribution map. The two
bar charts describing wind turbine capacity and manufacturer for
the years 2017 and 2018, with their companion graphical wind tur-
bine elements, can move close to either side of the turbine pole,
which enables the entire canvas to take on the standard portrait
aspect ratio dimensions that the designer originally intended.

5.3 Health vs. Wealth in the Countries of the
World

Our final case study considers the optimization of white space
under two changing conditions in a visualization: (1) changing the
accompanying image element in a visualization and (2) changing
the scales of the axes of a plot that leads to a different distribution
of white space. This design brief is for a visualization plotting
the health against wealth of 187 countries of the world, from the
GapMinder dataset2. To add visual interest, the brief requests each
data point to include a map of the country.

This design is centered around a bubble plot that describes the
correlation of countries’ health and wealth. Each bubble represents
a country, and its size is encoded to the population of that country.
Hovering over a bubble reveals a tooltip of information for that
country, as well as a map of the country. The designer furthermore
wishes to have this map element appear as close to the associated
country bubble as possible, without obscuring surrounding data

2https://www.gapminder.org/data/
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Wealthier countries are healthier countries. 

Wealthier countries are healthier countries. Wealthier countries are healthier countries. 

Wealthier countries are healthier countries. 

Wealthier countries are healthier countries. 

Wealthier countries are healthier countries. 

ARTIST’S CONCEPT

CHART COMPONENTS

FINAL LAYOUT(S)
Efficient use of white space 
with changes in country map.

Inefficient white space use 
with changes in country map.

Efficient white space use 
with changes in plot scale.

Inefficient white space use 
with changes in plot scale.

Figure 4: Concept for visualization of health vs. wealth of
countries of the world. While a grid layout is unable to place
a country map element near the data points, our content-
driven approach places the map element in an optimal po-
sition. This concept shows efficient use of white space in (1)
changing elements and (2) changing white space.

points in the bubble plot. A complication to this brief is that the plot
scales can be adjusted to zoom in to different regions of the plot,
which requires a different layout for the map element depending
on the changing white space.

The designer’s concept is shown in the top of Figure 4 for inspec-
tion of China and Japan, and a subsequent alteration of the plot
scale to look closer at only the healthiest and wealthiest countries,
including Japan. The design in these three instances, first with the
change of image element and second with the change of plot scale
and subsequent bubble positioning, takes advantage of the exten-
sive white space around the bubble plot to nest maps closely around
the data elements. Unfortunately, this layout is not achievable in
a standard grid-based layout system, which is illustrated in the
middle row of Figure 4. Here, the maps must be much smaller and
further away from their associated data point. This is an inefficient
use of white space, and forces the viewer to look back and forth
between associated elements.

Our content-driven approach enables the country map element
to slide in near the data point of interest to reduce white space in
the visualization, and to reduce the number of places the user must
focus their attention on in the visualization. In the first scenario
at the bottom left two images of Figure 4, the differently-shaped
countrymaps of China and Japan each are able to position efficiently
in the white space in the lower right of the bubble plot. When
adjusting the plot scales to show only the healthiest and wealthiest
countries (bottom rightmost), our algorithm positions the Japan
map element more optimally in the upper right of the bubble plot.
This case study thus demonstrates our algorithm’s capabilities both
in conditions of (1) changing elements and (2) changing white space.

6 DISCUSSION AND LIMITATIONS
As demonstrated in the presented case studies, our approach is
capable of transform a grid layout that makes inefficient use of
white space into a content-driven layout that can closely mirror the
artist’s original design concept and more efficiently use the white
space in the visualization. Our approach is targeted at scenarios
with relatively few elements (i.e., tens), which is typical for common
infographics, and hence is not well-suited for the layout of large
data collections [13].

While the method presented in this paper primarily focuses on
turning grid layouts into content-driven layouts, it could greatly
benefit from being combined with existing works and approaches.
Our force-directed layout setup could be used on other initial lay-
outs with irregular shapes, as long as it is possible to infer the layout
topology as a graph. Our prototype starts from a fully-specified grid
layout and specific screen size, which introduces some instability
to the layout. However, using interaction to incrementally place or
move shapes could help tweak and overcome such instabilities.

Although we found that our approach delivers good results even
with distance transforms computed at lower resolutions, there may
be instances where this fails to take into account details that may
be relevant for the final layout. In such cases, an additional pre-
processing step could be used (e.g., a low-pass filter) to make sure
that all important features are captured. Alternatively, or addition-
ally, the input to the distance transform could be adapted according
to the semantics of individual components of the visualization,
e.g., by giving higher priority to data-encoding pixels compared
to legends or other decorations. Such extensions could be easily
integrated into our approach by automatically applying different
styles for layout and display purposes to the Vega-Lite specification.
Similarly, object detection techniques could be leveraged to identify
salient regions of images or charts and separate it from the back-
ground, before generating the distance transform. Furthermore,
image-space edits could be done to the image before the distance
transform is computed. For example, drawing a line on the right
side of an image before computing the distance field would create a
hard boundary on the right side of that image in the layout simula-
tion, and such manipulations could be used as additional alignment
guides. Other types of interactions could also be integrated in order
to further increase the degree of design freedom. While currently
our approach is based on an automatic identification of central ele-
ments, this initial selection could be modified by the user in order
to provide a more tailored user experience as discussed by Tyagi et
al. [37].

While our current prototype implementation already allows
for basic interactions when supplied with corresponding Vega-
Lite specifications, we do not yet support fully dynamic content
(e.g., interactive filtering or cross-linking between multiple views),
partly due to the fact that it has proven difficult to implement event
translation consistently across different browsers. However, we
plan to extend this functionality in the future. We plan to evaluate
our approach through a user study or a larger set of existing grid
layouts and element types. Here, in particular, it will be interesting
to study differences related to the design expertise of individual
users.
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7 CONCLUSION
In this paper we presented an approach for turning an existing
grid layout into a content-driven layout, wherein elements are
positioned by their contents rather than their proxy bounding ge-
ometries. Ourmethod parses and transforms the original grid layout
topology into a smaller graph which informs the selective applica-
tion of attractive forces and leverages distance transforms to repulse
elements based on their content to enable better space utilization.
Furthermore, we presented three case studies demonstrating the
effectiveness and versatility of our algorithm. In the future, our
approach to repulsing irregular shapes can be applied to other use
cases, in combination with other image-based techniques.
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